**Java Fundamentals 7-2:**

Parameters and Overloading Methods Practice Activities Lesson Objectives:

• Use access modifiers

• Pass objects to methods

• Return objects from methods

• Use variable argument methods

• Overload constructors

• Overload methods

• Write a class with specified arrays, constructors, and methods

**Try It/Solve It:**

1. Create a segment of code that initializes a public class Fish. Let the class contain a String typeOfFish, and an integer friendliness. Do not set values to these variables yet. These are instance variables and will be set inside the class constructors.

**Program:**

**package** dffg;

**public** **class** Fish {

**private** String typeOfFish;

**private** **int** friendliness;

**public** Fish() {

}

**public** Fish(String typeOfFish, **int** friendliness) {

**this**.typeOfFish = typeOfFish;

**this**.friendliness = friendliness;

}

**public** String getTypeOfFish() {

**return** typeOfFish;

}

**public** **void** setTypeOfFish(String typeOfFish) {

**this**.typeOfFish = typeOfFish;

}

**public** **int** getFriendliness() {

**return** friendliness;

}

**public** **void** setFriendliness(**int** friendliness) {

**this**.friendliness = friendliness;

}

**public** **static** **void** main(String[] args) {

Fish fish1 = **new** Fish();

fish1.setTypeOfFish("Goldfish");

fish1.setFriendliness(8);

Fish fish2 = **new** Fish("Betta", 5);

System.***out***.println("Fish 1: " + fish1.getTypeOfFish() + ", Friendliness: " + fish1.getFriendliness());

System.***out***.println("Fish 2: " + fish2.getTypeOfFish() + ", Friendliness: " + fish2.getFriendliness());

}

}

**Output:**

**![](data:image/png;base64,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)**

1. **Create a public constructor (a method with the same name as the class) inside the class Fish. This constructor should take in no arguments. Inside the constructor, set typeOfFish to “Unknown” and friendliness to 3, which we are assuming is the generic friendliness of fish.**

**Program:**

**package** nnn;

**public** **class** Fish {

**private** String typeOfFish;

**private** **int** friendliness;

**public** Fish() {

**this**.typeOfFish = "Unknown";

**this**.friendliness = 3;

}

**public** Fish(String typeOfFish, **int** friendliness) {

**this**.typeOfFish = typeOfFish;

**this**.friendliness = friendliness;

}

**public** String getTypeOfFish() {

**return** typeOfFish;

}

**public** **void** setTypeOfFish(String typeOfFish) {

**this**.typeOfFish = typeOfFish;

}

**public** **int** getFriendliness() {

**return** friendliness;

}

**public** **void** setFriendliness(**int** friendliness) {

**this**.friendliness = friendliness;

}

**public** **static** **void** main(String[] args) {

Fish fish1 = **new** Fish();

Fish fish2 = **new** Fish("Betta", 5);

System.***out***.println("Fish 1: " + fish1.getTypeOfFish() + ", Friendliness: " + fish1.getFriendliness());

System.***out***.println("Fish 2: " + fish2.getTypeOfFish() + ", Friendliness: " + fish2.getFriendliness());

}

}

**Output:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAUIAAABECAYAAAD0gzw1AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAtKSURBVHhe7Z2/ThvLF8cPvyegygPkZwcJpaKggJobYTdJAW1cwb3NxQ1FpJSRXNCYNAlUpIXipgFLocZFClcI6WKUB0jFG+w9Z3bWnlmv17Pr3fWf/X6kieLd8eycmXPOnJkxO/T4+Og9Pz9bKeqama4a5DWujGtXDY+o4V2F8tjXel6r0fJ6wf83Q2Vwku9stnrGtSuvQZteq2fkk2dtBuWEvxNRbq/lbQZlmP8f3ON6GuUll0XfHymDrzWudH5JIotdrksabZMx9/iZQ7nNdpjQJsE1M0n9rbqbSeQY7TtJvdbm2LqqFFluqH4ufcRJyb4Zep7jd8fmH7k3rJevA6bcfjuYz3fNM+mzpWtcj5aU5yLbGN2NLV+3/zCPm75IOVaekeTLPtL2gZ5GlClpRIe0nNazlJzGd4My1X27/pHyRvih/3HHJWan/UztHf1B2PmbWpsXtLe6SqvNW/8S57lq6GsqbdA/a2/opbo7I17+RV9bRB82dJ3+JPrKLWWRQpaddo9a9IE2gvvXdeIO1XcDdqj93OZ/c+L/a/SwZ9TvXc/uoyTs1KlxcUJffunPTtzS5w/rdPyXaw/fUjOqri59xOzUG/TzJ9G7N8bzHL8bcPv5A/3cfEdmEQNevqF33IUX174OCJutK1o70WWv7tFF44p+hOR1yRPHiK5t/MN9yzdS6m4YKb/XerB1mds/SR3dEH0P2YWkkzX6O0YvX755x0J+Zu3QsNw/ei1DtzntPVCr94MGVY7RfVc/tCLR34sXL/RHn9+/f1P4GigZt03l0J8dvemvL3/Qn/Q13qASljlP3DZX6WQt3mG45FkWRNbreiggyoRf9OWPDfr3OI+yx5MqIgQlYKdNV7Q3NrIwESe48e+xmwO44DJ5ZHYoFswjMphx/+1d6M+Z85LecChuRuJFgIgQAAcQES43cIQAgNIz1hF2u139CQAAlpuxjrBarepPAACw3GCzBABQeuAIAQClB44QAFB64AgBAKUnc0f4dLpNKysrtHLY0VeS8ESn22m/u/iotts+5VYA0zKdHqancxh6ZufQr0eQYuozqzoDV0cY7swgxXTY1vp87DrnrlxPp7TN5Y8Ur9psm07h1dxIoWMuzFwPd8/I8zxOfWpv6WsTmBfbKYSRfp+NzSSICA/oRnWokc529b0hlaM7de/uqKKvzAjtoN7TR2cFBLPGTcdcmBs9TMAi1nlqBgOFn/ptoma1eGe4pGuEHTqsXtJ+X5QKv4cEYFGoHH3k4bBLD319oSCyc4SuayEjofAhu61RBlNaSYnXzXbpzLsj14E1eNZ2bsOQv/Yp5SeSS0e1w+mCeznWfUlGf4ysYxmo76nyUtY5T0R31PN5oDNks0RJq4dWvgSyh8qpnevrSZhY5/T1iZQ/nCfKBl3yMEF9pG6Z8PRI9/q/RZKdI3RZCxHDZk05uBmGwp53xm4rxHmNqpf71Ff3b+ig26T3WTX0DOk2q1R9+KjlniCXtFW1Sd2DG85rO/VJ5YhyVpuvjWkm5+E2tYzi/nHUiJj+Q5fo9SsKHpeozkXAz6+u1IiFU3Xqs7Kd1wwjddFDMXJVREz7MBNlV+XcU5tnHn4ej24O9L0kOK4jutVnglwuNuhqpznQOWGd32rTcREPM0jgCM+pZo0QKUaB/gMHvVs0cS2YG6J/d6SNcZfesnJ1c4yVC1ubEbkGa14xcplOMGqNLLacDp00u6zEpuJyhCwWev5JRZbVdcPa5FlGxPnIw7G1WO9a50xw0zEx0KBKlfo+a9Q9PTqrIkdXn85ZrGOrfY7FA51/t6OeWNmDcr45zzymxqk+E+RysUFXO2UysR0j+qydb1H7W2D7xTHVZkli4XePecTrUrMqQscsiBoRyVLhIpdEPHFOUIgrp/Od3UmEElfX+aq/9lJ59VosiMSEnq4v+WqXLq/HdEahfeGiYwf01myWyhHdJVgGYSsnCXolujIdbpUHjxHiZH+6pksVPBfXOvF94SiXiw262mlWmBsm/X265OdmNtV2pODNkgod3YnAMgUosKEXCRn1VfRWy08ZlFP0oyge/Kl90yb2hBxT+MZUqHHPCHvaF6Ripn95MlkuFxucoZ3ywPZRIl2lj8VRsCMMCDX0ib02s1BUXhHHV3Qfmps9yRyT76TyKTxCytqXjO5Ra92xGJGfhZru6GhK11mm0d/v96m+Wyceh8kPCt2mRItLlWRl4Pz7lDoX2e/cnmk2SzIhqVwuNrhEdjqBGTnCAD8CmfUPSKfb+dJrNc0TY33JX6ez12uSIWsvfmAY8WPtOPSIam0g8P8Oa+b6kRgNT4fff6L7/Tqre4Xq+0RN+ZzSeaud6NRtWCQiq3iMWvJBxkL3+yBykZ3sGs3MD6aWy8UGx+fJfNe4c6h23g8+FrtOmJkjHG7rV0ktS8hulfo8DKmHeYJUo/t2P5dNisAw4+qTFbtnsltoLvRnI9fumYzEUvVkznByfSqklgm5Xfbr/jW16cAXulvr7CaTE2zA2ANC8bjooQwy/m5z0D46JfSMqn9IdrHl+/5OtpRrkswuptNVF7lcbHA2dqqT3vUetzyeF3gxK8gIHRHJGudgxx+AxWDGU2OwLDydflLTwqKnNABkARwhmA71O0T5mQapHxYXPaUBIAswNQYAlB5EhACA0gNHCAAoPXCEAIDSA0cIACg9mTvCwY8xU/1s33/vWrrvgmVgOv1JD84aKTdujjCsFEGK6fh5OHch/Kv1fPRUO2/jOZJS/8mR/jlKbF1d8hRFCt1wYeb64/iOQJN50PnCGNPvc6GTKUgQES7WmSXiBGskLzXVdb05UH96lFtHqReo6mf5By8swN/dZgXOGlm0OmfDaL8v6u9Il3aNUP7e1jJG9Y41mv6tIy5U6iR//57fC0wBAFmSnSN0XVMZCanzOLMkGcGzco/gYtpoIK+8lJU/238477eRS54Aq/0kzXLOInLjrJFhvmU8a2TByc4RuqypyNqWy1kI53mcWVLgK786J9TsblHbPHhBFDTmPIlgeiXTamm+qDZyyaPgZ72nb8Y9/1kzVXqcNaLzjqvPBLlcbMfVvjLDPlohyncvCgkc4WKfWdI5lHfFbQ1eO2WSyRqPKG7QNqyM9lkWjudJZAUbqC1LNm04Hpw1EssynjUyGAT8FLz+a1EjzKk2SxI34ozOLFEbJzz1yVX5zc0SHtFfy9kRgyHSj0adzsnIiPCOucifHzhrJJZlPWvEoHL0TUXFRb9iPysK3iwp/iwEWQvxnWA+L5aMJjpSsacsQcp+6uI7fts5pZr6zSFFtWHRTJbLxXaKt68h/st+F5WCHWFAQWchdA79kZWjteKcYBQZnZPhhD434+DtwjsHG5w14uNiOwXZl4Vuw4xnc0UxI0cYkOMGhlqA5p6JOxZTk/0OWvjMkgTnSWhDjTWM2Dy+YZkHuAdLA1EEU+j5X9vBWSM2LrYzPk/WOu+vwfMsZIKtzS3yPsLn52cryTWLmwOPPYrHU62x9NtbnIci0pbX7o/Pw1NW/6ai7/GM0pN5gglP60auxaPLCT0rSOGignrZdXEl+llR1Y1so+iMHpuGkS+i7ePyhO6JXOrZEc8a1im+f8fioBtZ6Y8Q34au+mP3mdwKt49LfSbncdfneLmi74f11SVPQJA3nc5HPCskz6KBF7OWHpw1AsCMp8Zg1uCsEQDgCMuLfnEDzhoBAGeWAAAAIkIAAIAjBACUHjhCAEDpgSMEAJQeOEIAQOmBIwQAlB44QgBA6YEjBACUHjhCAEDpgSMEAJQeOEIAQOmBIwQAlB44QgBA6YEjBACUHjhCAEDpgSMEAJQeOEIAQOmBIwQAlB44QgBA6YEjBACUHKL/AIirfks8m2F0AAAAAElFTkSuQmCC)

1. **Create another public constructor inside the class Fish. Have this constructor take in a string t and an integer f. Let typeOfFish equal t, and friendliness equal f.**

**Program:**

**package** nnn;

**public** **class** Fish {

**private** String typeOfFish;

**private** **int** friendliness;

**public** Fish() {

**this**.typeOfFish = "Unknown";

**this**.friendliness = 3;

}

**public** Fish(String typeOfFish, **int** friendliness) {

**this**.typeOfFish = typeOfFish;

**this**.friendliness = friendliness;

}

**public** Fish(String t, **int** f) {

**this**.typeOfFish = t;

**this**.friendliness = f;

}

**public** String getTypeOfFish() {

**return** typeOfFish;

}

**public** **void** setTypeOfFish(String typeOfFish) {

**this**.typeOfFish = typeOfFish;

}

**public** **int** getFriendliness() {

**return** friendliness;

}

**public** **void** setFriendliness(**int** friendliness) {

**this**.friendliness = friendliness;

}

**public** **static** **void** main(String[] args) {

Fish fish1 = **new** Fish();

Fish fish2 = **new** Fish("Betta", 5);

Fish fish3 = **new** Fish("Guppy", 7);

System.***out***.println("Fish 1: " + fish1.getTypeOfFish() + ", Friendliness: " + fish1.getFriendliness());

System.***out***.println("Fish 2: " + fish2.getTypeOfFish() + ", Friendliness: " + fish2.getFriendliness());

System.***out***.println("Fish 3: " + fish3.getTypeOfFish() + ", Friendliness: " + fish3.getFriendliness());

}

}

**Output:**

**![](data:image/png;base64,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)**

1. **Explain why is is possible to have more than one constructor with the same name and different arguments.**

**Program:**

**Default Constructor**:  
public Fish() {

this.typeOfFish = "Unknown";

this.friendliness = 3;

}

**Parameterized Constructor**:

public Fish(String typeOfFish, int friendliness) {

this.typeOfFish = typeOfFish;

this.friendliness = friendliness;

}

**Additional Parameterized Constructor**:

public Fish(String t, int f) {

this.typeOfFish = t;

this.friendliness = f;

}

**5.Create a method inside the class Fish called getFriendliness(), which takes in no arguments and returns the friendliness level of the fish.**

**Program:**

**package** nnn;

**public** **class** Fish {

**private** String typeOfFish;

**private** **int** friendliness;

**public** Fish() {

**this**.typeOfFish = "Unknown";

**this**.friendliness = 3;

}

**public** Fish(String typeOfFish, **int** friendliness) {

**this**.typeOfFish = typeOfFish;

**this**.friendliness = friendliness;

}

**public** Fish(String t, **int** f) {

**this**.typeOfFish = t;

**this**.friendliness = f;

}

**public** String getTypeOfFish() {

**return** typeOfFish;

}

**public** **void** setTypeOfFish(String typeOfFish) {

**this**.typeOfFish = typeOfFish;

}

**public** **int** getFriendliness() {

**return** friendliness;

}

**public** **void** setFriendliness(**int** friendliness) {

**this**.friendliness = friendliness;

}

**public** **int** getFriendlinessLevel() {

**return** friendliness;

}

**public** **static** **void** main(String[] args) {

Fish fish1 = **new** Fish();

Fish fish2 = **new** Fish("Betta", 5);

Fish fish3 = **new** Fish("Guppy", 7);

System.***out***.println("Fish 1 Friendliness: " + fish1.getFriendlinessLevel());

System.***out***.println("Fish 2 Friendliness: " + fish2.getFriendlinessLevel());

System.***out***.println("Fish 3 Friendliness: " + fish3.getFriendlinessLevel());

}

}

**Output:**

**![](data:image/png;base64,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)**

**6. Write a segment of code that initializes 2 new fish as defined below:**

a. Fish 1: Name – Amber, Type – AngelFish, Friendliness level – 5 (very friendly)

b. Fish 2: Name – James, Type – Guppy, Friendliness level – 3 (neutral)

**Program:**

**package** nnn;

**public** **class** Fish {

**private** String typeOfFish;

**private** **int** friendliness;

**public** Fish() {

**this**.typeOfFish = "Unknown";

**this**.friendliness = 3;

}

**public** Fish(String typeOfFish, **int** friendliness) {

**this**.typeOfFish = typeOfFish;

**this**.friendliness = friendliness;

}

**public** Fish(String t, **int** f) {

**this**.typeOfFish = t;

**this**.friendliness = f;

}

**public** String getTypeOfFish() {

**return** typeOfFish;

}

**public** **void** setTypeOfFish(String typeOfFish) {

**this**.typeOfFish = typeOfFish;

}

**public** **int** getFriendliness() {

**return** friendliness;

}

**public** **void** setFriendliness(**int** friendliness) {

**this**.friendliness = friendliness;

}

**public** **int** getFriendlinessLevel() {

**return** friendliness;

}

**public** **static** **void** main(String[] args) {

Fish fish1 = **new** Fish("AngelFish", 5);

Fish fish2 = **new** Fish("Guppy", 3);

System.***out***.println("Fish 1: Type – " + fish1.getTypeOfFish() + ", Friendliness level – " + fish1.getFriendlinessLevel());

System.***out***.println("Fish 2: Type – " + fish2.getTypeOfFish() + ", Friendliness level – " + fish2.getFriendlinessLevel());

}

}

**Output:**

**![](data:image/png;base64,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)**

**7.Create a method nicestFish that takes in two fish as parameters, compares the friendliness level of two fish, and returns the fish with the higher friendliness. Test this method with the fish defined in problem 6. (Friendliness scale: 1 mean, 2 not friendly, 3 neutral, 4 friendly, 5 very friendly) Hint: fishName.getFriendliness() gives you the integer number of the friendliness of fishName. You have already created getFriendliness() in problem 5.**

**Program:**

**package** nnn;

**public** **class** Fish {

**private** String typeOfFish;

**private** **int** friendliness;

**public** Fish() {

**this**.typeOfFish = "Unknown";

**this**.friendliness = 3;

}

**public** Fish(String typeOfFish, **int** friendliness) {

**this**.typeOfFish = typeOfFish;

**this**.friendliness = friendliness;

}

**public** Fish(String t, **int** f) {

**this**.typeOfFish = t;

**this**.friendliness = f;

}

**public** String getTypeOfFish() {

**return** typeOfFish;

}

**public** **void** setTypeOfFish(String typeOfFish) {

**this**.typeOfFish = typeOfFish;

}

**public** **int** getFriendliness() {

**return** friendliness;

}

**public** **void** setFriendliness(**int** friendliness) {

**this**.friendliness = friendliness;

}

**public** **int** getFriendlinessLevel() {

**return** friendliness;

}

**public** **static** Fish nicestFish(Fish fish1, Fish fish2) {

**if** (fish1.getFriendlinessLevel() > fish2.getFriendlinessLevel()) {

**return** fish1;

} **else** {

**return** fish2;

}

}

**public** **static** **void** main(String[] args) {

Fish fish1 = **new** Fish("AngelFish", 5);

Fish fish2 = **new** Fish("Guppy", 3);

Fish nicerFish = Fish.*nicestFish*(fish1, fish2);

System.***out***.println("The nicest fish is of type – " + nicerFish.getTypeOfFish() + " with a friendliness level of – " + nicerFish.getFriendlinessLevel());

}

}

**Output:**

**![](data:image/png;base64,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)**

**8. Modify the method nicestFish() to take be a variable argument method that takes in a variable number of fish and returns the nicest fish out of the fish it is given. Hint: Inside of the method, create a new fish called temp. Set temp equal to the first fish passed into the method. Use a for loop to go through all the fish passed into the method and if you discover a fish that is more friendly than temp, set temp equal to that fish. After the for loop is complete, temp should be the friendliest fish. Return temp.**

**Program:**

**package** nnn;

**public** **class** Fish {

**private** String typeOfFish;

**private** **int** friendliness;

**public** Fish() {

**this**.typeOfFish = "Unknown";

**this**.friendliness = 3;

}

**public** Fish(String typeOfFish, **int** friendliness) {

**this**.typeOfFish = typeOfFish;

**this**.friendliness = friendliness;

}

**public** Fish(String t, **int** f) {

**this**.typeOfFish = t;

**this**.friendliness = f;

}

**public** String getTypeOfFish() {

**return** typeOfFish;

}

**public** **void** setTypeOfFish(String typeOfFish) {

**this**.typeOfFish = typeOfFish;

}

**public** **int** getFriendliness() {

**return** friendliness;

}

**public** **void** setFriendliness(**int** friendliness) {

**this**.friendliness = friendliness;

}

**public** **int** getFriendlinessLevel() {

**return** friendliness;

}

**public** **static** Fish nicestFish(Fish... fishArray) {

**if** (fishArray == **null** || fishArray.length == 0) {

**throw** **new** IllegalArgumentException("No fish provided");

}

Fish temp = fishArray[0];

**for** (Fish fish : fishArray) {

**if** (fish.getFriendlinessLevel() > temp.getFriendlinessLevel()) {

temp = fish;

}

}

**return** temp;

}

**public** **static** **void** main(String[] args) {

Fish fish1 = **new** Fish("AngelFish", 5);

Fish fish2 = **new** Fish("Guppy", 3);

Fish fish3 = **new** Fish("Betta", 4);

Fish nicest = Fish.*nicestFish*(fish1, fish2, fish3);

System.***out***.println("The nicest fish is of type – " + nicest.getTypeOfFish() + " with a friendliness level of – " + nicest.getFriendlinessLevel());

}

}

**Output:**

**![](data:image/png;base64,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)**

**9. Test your method nicestFish() with the fish described in problem 6. Which fish is returned?**

**Program:**

**package** nnn;

**public** **class** Fish {

**private** String typeOfFish;

**private** **int** friendliness;

**public** Fish() {

**this**.typeOfFish = "Unknown";

**this**.friendliness = 3;

}

**public** Fish(String typeOfFish, **int** friendliness) {

**this**.typeOfFish = typeOfFish;

**this**.friendliness = friendliness;

}

**public** Fish(String t, **int** f) {

**this**.typeOfFish = t;

**this**.friendliness = f;

}

**public** String getTypeOfFish() {

**return** typeOfFish;

}

**public** **void** setTypeOfFish(String typeOfFish) {

**this**.typeOfFish = typeOfFish;

}

**public** **int** getFriendliness() {

**return** friendliness;

}

**public** **void** setFriendliness(**int** friendliness) {

**this**.friendliness = friendliness;

}

**public** **int** getFriendlinessLevel() {

**return** friendliness;

}

**public** **static** Fish nicestFish(Fish... fishArray) {

**if** (fishArray == **null** || fishArray.length == 0) {

**throw** **new** IllegalArgumentException("No fish provided");

}

Fish temp = fishArray[0];

**for** (Fish fish : fishArray) {

**if** (fish.getFriendlinessLevel() > temp.getFriendlinessLevel()) {

temp = fish;

}

}

**return** temp;

}

**public** **static** **void** main(String[] args) {

Fish fish1 = **new** Fish("AngelFish", 6);

Fish fish2 = **new** Fish("Guppy", 3);

Fish nicest = Fish.*nicestFish*(fish1, fish2);

System.***out***.println("The nicest fish is of type – " + nicest.getTypeOfFish() + " with a friendliness level of – " + nicest.getFriendlinessLevel());

}

}

**Output:**
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**10. Determine the best access modifier for each of the following situations:** a. A class Employee records the name, address, salary, and phone number.

**Program:**

public class Employee {

private String name;

private String address;

private double salary;

private String phoneNumber;

public Employee(String name, String address, double salary, String phoneNumber) {

this.name = name;

this.address = address;

this.salary = salary;

this.phoneNumber = phoneNumber;

}

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

public String getAddress() {

return address;

}

public void setAddress(String address) {

this.address = address;

}

public double getSalary() {

return salary;

}

public void setSalary(double salary) {

this.salary = salary;

}

public String getPhoneNumber() {

return phoneNumber;

}

public void setPhoneNumber(String phoneNumber) {

this.phoneNumber = phoneNumber;

}

}

b. An adding method inside of a class BasicMath that is also used in the Algebra class.

**Program:**

**public** **class** BasicMath {

**public** **static** **int** add(**int** a, **int** b) {

**return** a + b;

}

}